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Connectivity

Definition

A graph is **connected** if and only if for every pair of vertices $u$ and $v$, there is a path from $u$ to $v$. 
How do we determine whether or not a graph is connected?
An algorithm

Count the number of calls made to visit() from the search() method described in lecture:

```c
count = 0;
void search(){
    int k;
    //initialize array val[]
    for(k = 1; k <= V; k++) val[k] = unseen;
    for(k = 1; k <= V; k++){
        if(val[k] == unseen){
            count++;
            //added step
            visit(k);
        }
    }
}
```
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### Adjacent List Representation

<table>
<thead>
<tr>
<th>Node</th>
<th>Neighbor list</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>B → E → F</td>
</tr>
<tr>
<td>B</td>
<td>A → F</td>
</tr>
<tr>
<td>C</td>
<td>D → F</td>
</tr>
<tr>
<td>D</td>
<td>C → F → I</td>
</tr>
<tr>
<td>E</td>
<td>A → G → H</td>
</tr>
<tr>
<td>F</td>
<td>A → B → C → D</td>
</tr>
<tr>
<td>G</td>
<td>E → H</td>
</tr>
<tr>
<td>H</td>
<td>E → G</td>
</tr>
<tr>
<td>I</td>
<td>D</td>
</tr>
</tbody>
</table>

![Graph Diagram](image-url)
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**DFS**

- **A** (1) → **B** (2) → **E** (7) → **F** (3)
- **C** (4) → **D** (5) → **I** (6)
- **F** (3) → **G** (8)
- **H** (9)

**Neighbor list**
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Graph Connectivity
A vertex $x$ is **NOT** an articulation point if every child $y$ of $x$ has some node lower in the tree connected to a node higher in the tree than $x$.

**Example**

- $B(2)$ is not an articulation point because child $F(3)$ connected to $A(1)$ in original graph.
- $C(4)$ is not an articulation point because child $D(5)$ connected to $F(3)$ in original graph.
A property of non-articulation points
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The algorithm calculating “min” values

```java
int visit(int k) { //DFS, adjacency list
    struct node *t;
    int m, min;

    val[k] = ++id;
    for(t = adj[k]; t != z; t = t->next){
        if(val[t->v] == unseen){
            m = visit(t->v);
            if(m<min) min = m;
            // Displays D, F, A, and E in this order
            if(m>=val[k]) System.out.println(name(k));
        }
        else{
            if(val[t->v] < min) min = val[t->v];
        }
    }
    return min;
}
```
The articulation points are those vertices whose DFS numbers are less or equal to the min values of ANY of their descendents in the DFS tree.

Example

- **E** is an articulation point since its number \(7 \leq \min(G) \leq \min(H) = 7\).
The articulation points are those vertices whose DFS numbers are less or equal to the min values of ANY of their descendents in the DFS tree.

Example

- $F$ is an articulation point since its number $3 \leq \min(C) = \min(D) = \min(I) = 5$. 
The articulation points are those vertices whose DFS numbers are less or equal to the min values of ANY of their descendents in the DFS tree.

Example

- D is an articulation point since its number $5 \leq \min(I) = 5$. 
The articulation points are those vertices whose DFS numbers are less or equal to the min values of ANY of their descendents in the DFS tree.

Example
- A is the root and is an articulation point. Because it has branches.