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Abstract— Integrating Object Oriented (OO) modeling language and Petri Net (PN) modeling is important to gather complementary benefits of these two modeling languages. OO technology is used to describe the static aspects of systems because of its powerful structuring capabilities, whereas PN is used to model the behavioral aspects for concurrent and non deterministic applications. PN is an executable modeling language; the behavior of the model can be validated and verified automatically using formal specifications and mathematical foundation. In this research, a comparative study for the representation capabilities of the software tools in translating OO models to PN models will be provided and discussed.
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I. INTRODUCTION

Petri Nets (PNs) are said to be “a powerful instrument for modeling, analyzing, and simulating dynamic systems with concurrent, asynchronous, distributed, parallel, and nondeterministic behavior” [1]. They provide a formal method with strong mathematical foundation and graphical representation [2]. A PN is a “directed graph that mainly consists of two different nodes, places and transitions” [3]. High Level PNs (HPN) and Low Level PNs (LPN) are specialized types of PN. Data types and data processing techniques are supported in HPN, but not supported in LPN [4].


According to Bhushan Bauskar and Boleslaw Mikolajczak [5], OO methodology is “an established technique for structured software design. It supports polymorphism, inheritance, and dynamic binding to design comprehensible, maintainable, and flexible software”. Object orientation introduces objects that represent real-world entities. An object has a state and behavior. A set of similar objects is called a class. Message passings are requests for communication between objects [3].

Unified Modeling Language (UML) is a “language for specifying, visualizing, constructing and documenting the artifacts of OO software systems, as well as for business modeling” [5] [8]. UML is increasingly being seen as the standard for software modeling and design. UML 2.2 is the most recent version of UML [9].

The main advantages expected from Object Oriented Petri Net (OOPN) formalisms are better representation of systems complexity, and greater ease to adapt, correct, analyze, or reuse a model [10]. OOPN is based on a combination of the best characteristics of PN and OO design methods [11] [12] [13] [14]. UML is used to describe the static aspects of systems because of its powerful structuring capabilities, and PN is used to model the system dynamics and behavioral aspects. It is efficient for implementing concurrent and non deterministic applications; because the behavior of the models can be validated and verified automatically using formal specifications and mathematical foundation. The graphical representation of PN aids in the understanding of such formal specification, through its automated analysis techniques.

The integration of PNs and OO models can minimize or avoid the negative aspects of object orientation such as communication and synchronization between the objects in
the large and scalable systems, and formal validation and verification [15]. Some concepts related to OOPN such as object nets, token, class, method nets, and synchronous ports are introduced in [16].

Modular CPNs are similar to Hierarchical CPNs, but include the notion of super places. Object-Based PNs allow tokens to have values which are the object identifiers of subnet instances [12]. OOPNs enhance Object-Based PNs with the notion of inheritance. Object Petri Nets (OPNs) enhance OOPNs with test and inhibitor arcs, thus providing the foundation for access functions.

In this research, a comparative study for the representation capabilities of the software tools in translating UML models to PN models will be provided and discussed.

The rest of the paper is organized as follows: In Section II, we will provide a brief overview about related works. In Section III, a comparative study about the representation capabilities of the software tools in translating UML models to PN models will be discussed and analyzed. Finally, we will summarize the research results and future work.

II. RELATED WORKS

UML to CPN transformation framework was proposed in [17]. A dynamic model analysis is provided in this framework by mapping state chart models and collaboration models to a CPN. The state chart models are converted to CPN models, and then the collaboration models are used to connect these models into a single CPN model. The state in the state chart is transformed to a place in PN, and the transition is translated to a PN transition. Arcs, events and actions are translated to tokens. The framework did not consider complex features of UML state chart, such as concurrent composite state.

Translating UML models into OPNs models approach is suggested in [18]. This approach defines the rules for transforming UML models into a HPN model. It uses a subset of UML models: the class model, the state charts of all the classes, and the collaboration model.

Object PN Models (OPMs) [19] are used to generate a PN model from UML specifications. The generation is based on two steps: the generation of objects and linking these object models to create a system model. The final system model is represented using CPN. Formal PN analysis techniques are used to analyze the OPMs. OPMs do not address UML classes as the starting point to derive the properties of the system [18]. The representation of objects in CPN is as follows [20]: object classes and states classes are represented by places, object instances are represented by tokens, and the value object state is represented by a function returning the state instance object.

The technique to transform UML state models to object CPNs was proposed by [21]. An Object CPN is created by constructing an object net for each object in the UML state model. Then these object nets are transformed into class nets connected together through communication channels to create a PN model.

Abstract Node approach [5] is used to present the technique to transform an OO design into a hierarchical CPN model. Abstract Node is a unified abstraction construct of PNs. There are two types of abstract nodes: abstract places to hold data and abstract transitions for data processing. Abstract Node can be used to represent objects. Class models and sequence models in OO design can also be represented.

Translating UML 2.0 Sequence Models (SDs) into CPN models was presented in [22] [23]. The translation to a CPN model is based on a Use Case model and a set of sequence diagrams for each use case [22].

A Hierarchical Object Oriented Petri Net (HOOPN) is suggested in [24] [25] to integrate HPN with OO concepts. HOOPN is developed to complement the weakness of the PN formalisms in terms of modularity, and reusability. A HOOPN model is a “PN representation that corresponds to a class in object orientation” [25].

III. SOFTWARE TOOLS FOR TRANSLATING UML MODELS TO PN MODELS

UML supports a number of model types to model the system from different views or perspectives. These views and perspectives described the static aspects and behavioral aspects [26].

Static models are: class and implementation models (components and deployment), and use cases. Dynamic behaviors models are activity model, state chart, and interaction models (sequence and collaboration models).

There are many software tools that support the translation of UML static and dynamic models to PN models. In this section, a brief description and comparative study between some of these tools will be provided.

ArgoSPE tool [7] [17] is a performance evaluation tool of software systems. It is based on translating the UML state machines, activity models and interaction models into Generalized continuous-time SPN (GSPN). The class and the implementation models are used to collect some system parameters. Stochastic Petri nets (SPNs) are used to represent the time in PNs to analyze the system performance. The GSPN model associates an instantaneous or exponentially distributed firing time with each transition. It can be used to model and analyze parallel systems lacking in SPN models.

Webspn tool [28] [29] is a new modeling tool for the analysis of SPNs. It provides a discrete time approximation of the model stochastic behaviour to analyze a wider class of PNs. Webspn 3.3 allows deriving PNs from UML models, with the purpose of analyzing, through the use of PNs. These models are: deployment, use case, and activity models.

A prototype tool was developed by Calderon [30] to transform the UML use case, class, and collaboration
models to a CPN model. Then the CPN model is used to check the correctness of use case models and concurrency analysis.

LoLA (A Low Level PN Analyzer) tool [31] is used to check the PNs model after translating it from the UML 2.0 activity models.

Baresi approach [18] defines the rules for transforming a UML model into a HPN model. This approach uses a subset of the UML models: the class model, the state charts of all the classes, and the collaboration model.

UML to CPN transformation framework was proposed in [17]. A dynamic model analysis is provided in this framework by mapping state chart models and collaboration models to a CPN. The state chart models are converted to CPN models, and then the collaboration models are used to connect these models into a single CPN.

Bokhari and Poehlman proposed a mechanism to map UML state models to object CPNs. This technique results in a PN model consisting of class nets matching the standard practice followed by most programming languages [21].

Meta-Modeling and Formalism transformation framework is a general framework for the analysis of software systems using Model-Checking [32]. This framework transforms the UML model which is composed of classes, state charts, and sequence models into PNs for further analysis.

Abstract Node approach is used to present the technique to transform an OO model into a hierarchical CPN model [5]. Using the concepts of Abstract Node, models like class models and sequence models in object orientation can be transformed to CPN.

Fernandes et al designed a tool for supporting the translation of UML use case and sequence models to CPN model [22]. The approach by Shin et al [33] is to model transformation of UML use case, class, and collaboration models to a CPN model.

A meta-level and highly automated technique based on graph transformation approach is presented in [34] to formally transform UML models to PNs for verification.

Table 1 summarizes the comparison between these tools and approaches.

### TABLE 1

**TOOLS COMPARISON FOR UML MODELS TO PNs TRANSLATION**

<table>
<thead>
<tr>
<th>Tool Name</th>
<th>Model Name</th>
<th>Class</th>
<th>Use Case</th>
<th>Activity</th>
<th>Collaboration</th>
<th>State Chart</th>
<th>Sequence</th>
<th>Deployment</th>
</tr>
</thead>
<tbody>
<tr>
<td>ArgoSPE [27]</td>
<td>√</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>WebSPN [28][29]</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Calderon Prototype [30]</td>
<td>√</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>LOLA [31]</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Baresi</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
</tbody>
</table>

However, this study indicates that the transformation approaches have certain weaknesses, such that, each transformation approach uses only a subset of the UML models. Most of these transformations are based on the behavioral UML models, and the tools and techniques discussed in this paper do not cover translation of all different UML models to PN models.

**IV. SUMMARY AND FUTURE WORK**

OOPN emerged from the combination of the benefit of maintainability and reusability of OO modeling together with the advantages of PN graphical interface and theoretical background. In order to combine the best characteristics of PN and UML design methods, a software tool is required to translate UML models to PN models.

This research provides a brief description and comparative study between some of the software tools that support the translation of the UML static and dynamic models to PN models. As a result of this study, this translation is partially supported, and the tools and techniques discussed in this paper do not cover translation of all different UML models to PN models. Extending the existing tools or building a new tool to support a full translation for UML models to PNs is considered as a research issue and future work.
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